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**MODELO ABSTRACTO**

Especificación A del TAD Matriz (T)

Modelos de Representación

**const** num\_filas, num\_columnas : int

**var** Matrix = Seq (Seq T)

Invariante de Representacion

num\_filas >= 0 ˄ num\_columnas >= 0 ˄

# Matriz [ i ] <= num\_columnas ˄ # Matriz <= num\_filas

Operaciones

**proc** crear(**in** p, q: int ; **out** m: Matriz)

{Pre p >= 0 ˄ q >= 0 }

{Post m.num\_filas = p ˄ m.num\_columnas = q ˄ m.Matrix = [ ] }

**proc** obtener(**in-out** m: Matriz ; **in** fil, col: int ; **out** v: T)

{Pre 0 <= fil < m.num\_filas ˄ 0 <= col < m.num\_columnas}

{Post v = m.Matrix[ fil ] [ col ]}

**proc** colocar(**in-out** m: Matriz ; **in** fil, col, v: int )

{Pre 0 <= fil < m.num\_filas ˄ 0 <= col < m.num\_columnas }

{Post m.Matrix[ fil ] [ col ] = v }

**proc** sumar(**in** m1, m2: Matriz ; **out** mf: Matriz)

{Pre m1.num\_filas == m2.num\_filas ˄

m1. num\_columnas == m2. num\_columnas }

{Post mf.Matrix = <i,j : 0 <= i < m.num\_filas ˄

0 <= j< m.num\_columnas

: m1.Matrix[ i ][ j ] + m2.Matrix[ i ][ j ] > }

**proc** mult\_escalar(**in** m: Matriz ; **in** k : int ; **out** mf:Matriz)

{Pre True }

{Post mf.Matriz = <i,j : 0 <= i < m.num\_filas ˄

0 <= j< m.num\_columnas

: m.Matriz[ i ][ j ] \* k > }

**proc** trasponer(**in** m:Matriz ; **out**  mf: Matriz)

{Pre True }

{Post mf.Matriz = <i,j : 0 <= i < m.num\_filas ˄

0 <= j< m.num\_columnas

: m.Matriz[ j ][ i ] > }

**proc** multiplicar(**in** m1, m2 : Matriz ; **out** mf: Matriz )

{Pre m1.columna == m2.fila }

{Post }

**MODELO CONCRETO**

Especificación B del TAD Matriz (T), refinamiento A

Modelo de Representación

**const** num\_filas, num\_columnas: int

**var** Matrix: arreglo[0..num\_filas – 1) x arreglo[0..num\_columnas - 1) of T

Invariante de Representación

num\_filas >= 0 ˄ num\_columnas >= 0

Relación de Acoplamiento

contenido = {i,j : 0 <= num\_filas ˄ 0 <= num\_columnas : Matrix[ i ] [ j ] }

Operaciones

**proc** crear(**in** p, q: int ; **out** m: Matriz)

{Pre 0 <= p ˄ 0 <= q }

{Post m.num\_filas = p ˄ m.num\_columnas = q ˄ m.Matrix = [ ] }´

**proc** obtener(**in-out** m: Matriz ; **in** fil, col: int ; **out** v: T)

{Pre 0 <= fil <= m.num\_filas ˄ 0 <= col <= m.num\_columnas }

{Post v = m.Matrix[ fil ][ col ] }

**proc** colocar(**in-out** m: Matriz ; **in** fil, col, v: int )

{Pre 0 <= fil <= m.num\_filas ˄ 0 <= col <= m.num\_columnas }

{Post m.Matrix[ fi ][ co ] = v }

**proc** sumar(**in** m1, m2: Matriz ; **out** mf: Matriz)

{Pre m1.num\_filas = m2.num\_filas ˄

m1. num\_columnas = m2. num\_columnas }

{Post (∀i,j : 0 <= i < num\_filas ˄ 0 <= j < num\_columnas:

mf[ i ][ j ] = m1[ i ][ j ] + m2[ i ][ j ] ) }

**proc** mult\_escalar(**in** m: Matriz ; **in** k : int ; **out** mf: **Matriz**)

{Pre True }

{Post (∀i,j : 0 <= i < num\_filas ˄ 0 <= j < num\_columnas:

mf[ i ][ j ] = m1[ i ][ j ] \* k ) }

**proc** trasponer(**in** m:Matriz ; **out**  mf: Matriz)

{Pre True }

{Post (∀i,j : 0 <= i < num\_filas ˄ 0 <= j < num\_columnas:

mf[ i][ i ] = m1[ i ][ j ] )}

**proc** multiplicar(**in** m1, m2 : Matriz ; **out** mf: Matriz )

{Pre m1.num\_filas = m2.num\_filas ˄

m1. num\_columnas = m2. num\_columnas }

{Post }